HW 5

Kevin Leary

**PROBLEM 1**

import turtle

#t\_left = turtle.Turtle()

#t\_right = turtle.Turtle()

t = turtle.Turtle()

#1A

def binary\_tree(depth, length):

"""This function is supposed to return a Binary Tree with depth six

It its drawing opposite on other levels

"""

a = 60

if depth <= 0:

# base case

return

t.left(a)

t.forward(length)

t.right(a)

binary\_tree(depth-1, 0.6\*length)

t.left(a)

t.penup()

t.backward(length)

t.pendown()

t.right(a)

t.forward(length)

t.left(a)

t.right(a)

binary\_tree(depth-1, 0.6\*length)

t.penup()

t.backward(length)

t.pendown()

#t.right(a)

#t.forward(length)

return

#1B

def power\_linear(x,n):

"""Uses a divide and conquer approach to compute powers

where x is any number and n is a non negative integer

so in the form X^n

"""

try:

if n == 0: #base case

return 1

if n == 1: #case if power = n which is X for all n

return x

if n%2 == 0:

return power\_linear(x, n/2) \* power\_linear(x, n/2)

else: #if its odd it will substract 1 then divide and continue

return x \* power\_linear(x, (n-1)/2) \* power\_linear(x, (n-1)/2)

except ValueError:

print("Entered a wrong value for X or N")

def test\_power():

"""Tests the cases of power\_linear using testif()

"""

testname = "test power\_linear()"

b = 0

if power\_linear(1, 0) == 1:

if power\_linear(7, 1) == 7:

if power\_linear(2, 7) == 128:

b = 1

return testif(b, testname)

#1C

def slice\_sum(lst, begin, end):

"""Adds the elements of lst from 0 to end-1

"""

try:

if begin == end:

return 0

else:

return lst[begin] + slice\_sum(lst, begin+1, end)

except IndexError:

print("Error due to begin and end incompatibility")

def test\_slice\_sum():

"""Tests the slice\_sum function for correctness

"""

test\_name = "test\_slice\_sum"

lst = [1,2,3,4,5,6,7,8,9,10]

b = 0

if slice\_sum(lst, 0, 4) == int(sum(lst[0:4])):

if slice\_sum(lst, 1, 6) == int(sum(lst[1:6])):

if slice\_sum(lst, 5, 10) == int(sum(lst[5:10])):

if slice\_sum(lst, 7, 8) == int(sum(lst[7:8])):

b = 1

return testif(b, test\_name)

def slice\_sum\_m(lst, begin, end):

"""Adds the elements of lst from 0 to end-1 using memoization

"""

sum\_dict = {}

try:

if begin == end:

return 0

else:

value = lst[begin] + slice\_sum(lst, begin+1, end)

sum\_dict = value

return sum\_dict

except IndexError:

print("Error due to begin and end incompatibility")

def test\_slice\_sum\_m():

"""Tests the slice\_sum\_m function for correctness.

"""

test\_name = "test\_slice\_sum\_m"

lst = [1,2,3,4,5,6,7,8,9,10]

b = 0

if slice\_sum\_m(lst, 0, 4) == int(sum(lst[0:4])):

if slice\_sum\_m(lst, 1, 6) == int(sum(lst[1:6])):

if slice\_sum\_m(lst, 5, 10) == int(sum(lst[5:10])):

if slice\_sum\_m(lst, 7, 8) == int(sum(lst[7:8])):

b = 1

return testif(b, test\_name)

#testif ----------

def testif(b, testname, msgOK="", msgFailed=""):

"""Function used for testing power\_linear(x,n)

param b: boolean, normallya tested condition

param testname: the test name

param msgOK: string to be printed if b ==True

param msgFailed: string to be printed if param b ==False

returns b

"""

if b:

print("Sucess: " + testname + "; " + msgOK)

else:

print("Failed: " + testname + "; " + msgFailed)

return b

#a = 120

# turn to get started

#t.penup()

#t.left(-120)

#t\_right.right(60)

#t.pendown()

#1A - test

t.right(120)

binary\_tree(6,160)

#1B - test

#test\_power()

#1C - test

#test\_slice\_sum\_m()

#test\_slice\_sum()

**1A Output:**

**![](data:image/png;base64,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)**

Squished but does it correctly

**1B Output:**

**![](data:image/png;base64,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)**

**1C Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAAAnCAYAAACmP2LfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAASdEVYdFNvZnR3YXJlAEdyZWVuc2hvdF5VCAUAAAS9SURBVHhe7ZpNa9tAEIb7S3zXJZBjQ6AU0ktNIZeaggmE9OBCffKlOQQH4kNNL4bgEjAEBUIDRRAcigIFUxAERED/aTorrb6s3ZW0kowj5vBAotHOzuy++6FkXnU6HSCItkCCJloFCZpoFSRoolWQoIlWQYLeMvpXDnieF2CNBe+MwHxC258pdDM2IhK08XECvx4Tg4lY59kGL5nTWxdWP/tCmy5N+GT4wiZBl4YLegCm44FzM4LD3exLbWFsYY5X9YqvCZ8MuaAJFYGgP81h5blgfs2+0On0YfEvvVunB9uA3oUFKzfe2aMJNk5g9hDv+qvfE+gZ3M/uAOYJm+dZMOb+lTbG/hgs7M+9HYGRfC4hdYwnCXPQiDPXp4q8/BCRoFN9ZvrRnAcV0jgVmji3wLtfwPwvvv9sw+wbausZf/47h37oV0SRdgXmne/QfZivsPGTDebZCeylklUL+t3FElzXhvmXvbVO9mD82wXXmkAX/RmvB7DAPsJBHlw74N4HtrhNgMrmU1LQIeLdVD9Ohs4OnZsfIhK0yqY7DyrkceYIGjdH66IH0z9MnEuYvp/A0nNgcZT0sUaRdsUFjRhdGF0uwWGr4tmB5dWIJ6ISdM9fCKvLw8gWsT8F27Nhuh8/M3DQvdUcevgzGyzPsWByvD4BalsVhOKrECdDV9B5+ZUTtP48pN5dQx5njqCfTBjiMzY27s0Q7SjEIoLWabdGLOiIHeifmWCzlXA3wt9VgmYdpm0RRwtwoqMqwb9FcITgAjq9tgULKMdWAaH4qsSJ6Ai6SH7lBF1hHlRI48wRNPcdj01BQeu0W0Mg6AA/QOwgG7wBwxuXD2hgs7/vcVuCD7PMziBmB958nsISF5A965awlUcovopxagk6Qp5fOUHXMQ8q1uNUaGIbBb3zdujfs4IduguzR+wAj4AdTKz/A+9qbIXzAfUH18X7TuZYOgza3Y2h99pIPM/C7nUmmxCBaIU2zTt0sEhNGKT+klMtTrHP4shyLyfoeuZBRTpOhSaaFPQ+3qnZaaH4wAwEzZwljyM8Xuzb+EvYOOZfnGhzHuYwYXeraEDfwfCK3715+2jHOsCFkfpKDm3BCo+es/6uT1PHmdjG0RQ0i8d8xJ0k9B3moBVnjk8pJXIP8X2qbKytzjyEMYlQ5y7VRJOCNk78jdZT+JJeOQhi69g9hOk9bh4OnogiO0KCJl4G/BbhPCxgeCCwc0jQDcD+4hAd1evkXkk2x6bj3ER/JGiiVZCgiVZBgiZaBQmaaBUk6C3D/weJ8kOJ6qFVRIKmAn89qMB/u+CCHlCBvyZN+GSo/vVNyAkETQX+VOAvoqkCf93ShQLwHZoK/KnAP4s8zhxB11Cor0v8UWhQgX/4jAr8A+Rx5gi6hkJ9XWJBR1CBf+E4ER1BF8mvnKArzIMKaZw5gtaptqsJgaAD/AAxsGzwVOCfjEVL0BFU4F83QkFTgb8YUSxin8WR5V5O0PXMg4p0nBUL/AsU6usSCNq/yGMHIXi8UIF/Xpw5PqWUyD3E96mysbYvqMC/QKG+LtIrB0E0RoFCfV1I0MRm4beBvEJ9XUjQDbCJQvY6eClxloEETbQKEjTRKkjQRKsgQRMtogP/AX47JVpjI8LhAAAAAElFTkSuQmCC)**

**PROBLEM 2**

import sys

import math

class PrimeSeq:

\_\_primes = list() #instance attribute???

def \_\_init\_\_(self, count):

""" Default initalizer

"""

self.count = count

def \_\_iter\_\_(self):

""" needs to have \_\_iter\_\_() to be for() compatable

"""

return self

def \_\_next\_\_(self):

""" Aslo needs \_\_next\_\_() to be for compatable

"""

#if len(self.\_\_primes) <= self.count:

""" if self.n <= self.count:

for p in range(2, sys.maxsize\*\*10):

for i in range(2, p):

if p % i == 0:

break

else:

self.n +=1

return self.\_\_primes.append(p) """

if self.count > 2:

for n in range(2, self.count):

if self.\_\_isprime(n):

n += 1

return n

else:

raise StopIteration

def \_\_isprime(self, n):

""" Checks if the number is prime

returns boolean

"""

self.n = n

for i in range(2, self.n):

if self.n % i == 0:

return False

return True

#2B

def prime\_gen(n):

"""takes an integer n >= 0 and produces the sequence of the first n prime numbers.

This generator is defined as a function that uses the yield keyword to output a value

"""

start = 2

for i in range(start, int(math.sqrt(n)) + 1):

if n % 1 == 0:

break

else:

yield i

#2A

# primeseq = PrimeSeq(100)

# for p in primeseq:

# print(p)

#2B

for p in prime\_gen(10):

print(p)

**PROBLEM 3**

import random

import itertools

def gen\_rndtup(n):

"""that creates an infinite sequence of tuples (a, b) where a and b are random integers,

with 0 < a,b < n. If n == 7, then a and b could be the numbers on a pair of dice.

Use the random module.

"""

# for i in range(0, 10):

# print(str(tup) + " ")

#tup = ()

while True:

a = random.randint(1, n)

b = random.randint(1, n)

tup = (a, b)

yield tup

def main():

for i in itertools.islice(gen\_rndtup(7), 10):

print(i)

main()

**PROBLEM 3: OUPUT**

**![](data:image/png;base64,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)**

**PROBLEM 4**

import numpy as np

import matplotlib.pyplot as plt

import matplotlib.animation as animation

import sys

def image\_load(filename):

return plt.imread(filename)

def image\_gen(file1, file2, steps=30):

"""Generator for image arrays."""

img1 = image\_load(file1) # load the two image files into ndarrays

img2 = image\_load(file2)

if img1.shape != img2.shape:

print("Error: the two images have different shapes.", file=sys.stderr)

exit(2)

# go from img1 to img2 than back to img1. s varies from 0 to 1 and then back to 0:

svalues = np.hstack([np.linspace(0.0, 1.0, steps), np.linspace(1.0, 0, steps)])

# construct now the list of images, so that we don't have to repeat that later:

images = [np.uint8(img1 \* (1.0 - s) + img2 \* s) for s in svalues]

# get a new image as a combination of img1 and img2

while True: # repeat all images in a loop

for img in images:

yield img

fig = plt.figure()

# create image plot and indicate this is animated. Start with an image.

im = plt.imshow(image\_load("florida-keys-800-480.jpg"), interpolation='none', animated=True)

# the two images must have the same shape:

imggen = image\_gen("florida-keys-800-480.jpg", "Grand\_Teton-800-480.jpg", steps=30)

# updatefig is called for each frame, each update interval:

def updatefig(\*args):

global imggen

img\_array = next(imggen) # get next image animation frame

im.set\_array(img\_array) # set it. FuncAnimation will display it

return (im,)

# create animation object that will call function updatefig every 60 ms

ani = animation.FuncAnimation(fig, updatefig, interval=60, blit=False)

plt.title("Image transformation")

plt.show()